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# 复习：

JSON拓展：

ES5为了json字符串与js对象互转方便提供了JSON内置对象，分别提供了两个方法：

parse:

作用：将json字符串解析为js对象的

使用方式：

JSON.parse(str, fn)

str: 要处理的字符串

fn: 要处理的函数

stringify:

作用： 将js对象转为json字符串的

使用方式：

JSON.stringify(obj, fn)

obj: 要处理的对象

fn: 要执行的函数

数组的拓展：

判断数组：

第一种方式判断对象的类型

Object.prototype.toString.call(obj)

第二种方式判断是否是实例化对象

obj instanceof Array

第三种方式判断构造函数是否是Array

obj.constructor === Array

第四种方式数组的静态方法

Array.isArray(obj)

获取成员的索引：

ES5为数组提供了两个方法用于获取成员的索引值:

indexOf(): 从前向后开始查找

lastIndexOf(): 从后向前开始查找

参数就是要查找的成员，如果找到该成员就返回该成员的索引，反之返回-1

forEach():

数组的迭代器方法，用来代替for循环，并没有移除for循环，只是将for循环封装在了forEach方法的内部

接受一个参数就是执行的函数

有三个参数：成员值、索引值、原数组

作用域是window

返回值对forEach执行的结果的是没有影响的

forEach方法的返回值始终是undefined

map：

使用方式和forEach类似， 只是map方法的返回值是有意义的

参数：执行的函数

有三个参数： 成员值、索引值、原数组

返回值新的数组成员

map方法的返回值是一个新数组

fill:

用于填充数组

参数就是要填充的成员

断言方法：

some:

判断数组中是否有成员满足条件

接受一个参数就是要执行的函数

有三个参数：成员值、索引值、原数组

返回值就是判断的依据

some方法的返回值:

true: 至少有一个成员满足条件

false: 都不满足条件

every:

判断数组中是否都满足条件

接受一个参数：函数

三个参数：成员值、索引值、原数组

返回值就是判断的依据

every方法的返回值：

true: 都满足条件

false: 至少有一个是不满足条件的

filter:

用于过滤数组

接受一个参数： 函数

三个参数：成员值、 索引值、原数组

返回值就是过滤的条件

filter方法的返回值：满足过滤条件的成员组成新数组

累加方法：

reduce

reduceRight:

这两个是累加方法， reduce是从前向后开始遍历， reduceRight是从后向前开始遍历

会对每个成员逐一处理，并将结果返回

参数：函数

有四个参数： 上一次的累积结果， 当前成员值， 当前索引值， 原数组

返回值当次累积的结果， 将会在下一次遍历的时候作为第一个参数传递

reduce是从第二个成员开始遍历， 第一个成员在第一次遍历的时候作为第一个参数传递

reduceRight是从倒数第二个成员开始遍历，倒数第一个成员会在第一次遍历的时候作为第一个参数传递

addNum(num1, num2)

首先确定最大值和最小值

创建数组确定数组的长度

填充数组

用map方法构建一个从最小值到最大值之间的数组（用最小值加上索引值）

调用reduce或者是redecueRight方法即可

bind方法：

为函数绑定作用域

bind方法与call方法类似， 第一个参数就是要改变的this指向，从第二个参数开始都是原函数所需要的参数

bind方法与call | apply方法区别

call | apply 调用即执行

bind调用不会执行 返回的是一个新的方法

日期拓展：

var date = new Date()

console.log(date.toJSON()) (转为标准化格式)

# 严格模式

ES5拓展了严格模式，可以使我们的代码更加的安全可靠

在以前我们书写的代码都是处于非严格模式（正常模式）

在正常模式下， 定义一个变量，可以不使用var, 在严格模式下是不允许的

在正常模式下， 定义数值的时候，可以使用八进制， 严格模式下是不允许

在正常模式下， 可以使用arguments.callee， 在严格模式下是不允许

## 开启严格模式

使用方式： 加入“use strict”字符串

开启严格模式之后，认识它的浏览器会自动开启严格模式，如果不认识它的浏览器，只是会当做一个字符串定义出来，不会影响后续代码

当开启严格模式之后， 就必须按照严格模式的规范来书写代码

在js第一行加入“use strict”此时，将处于“全局严格模式”

如果在某个函数中的第一行加入“use strict”， 当函数执行的时候，此时处于“局部严格模式”

举例：

正常模式下：

|  |
| --- |
| 1. // 定义变量 2. var a = 10; 3. // 不使用var 定义变量 4. b = 20; |

输出：

|  |
| --- |
|  |

严格模式下：

|  |
| --- |
| 1. // 开启严格模式 在开启严格模式之前的代码仍处于正常模式 2. "use strict" 3. // 定义变量 4. var a = 10; 5. // 不使用var 定义变量 6. b = 20; |

局部严格模式：

正常模式下：

|  |
| --- |
| 1. // 定义函数 2. function fun() { 3. // 定义变量 4. var a = 10; 5. // 不使用var 定义变量 6. b = 20; 7. } 8. fun(); |

输出：

|  |
| --- |
|  |

开启严格模式：

|  |
| --- |
| 1. // 定义函数 2. function fun() { 3. // 开启严格模式 4. "use strict" 5. // 定义变量 6. var a = 10; 7. // 不使用var 定义变量 8. b = 20; 9. } 10. fun(); |

结果：

|  |
| --- |
|  |

## 在严格模式下定义变量

在严格模式定义变量，必须使用var 关键字

允许：

|  |
| --- |
| 1. var a = 10; |

不允许：

|  |
| --- |
| 1. b = 20; |

正常模式下：

|  |
| --- |
| 1. // 定义变量 使用var 2. var a = 10; 3. // 不使用var 4. b = 20; |

输出：

|  |
| --- |
|  |

在严格模式下：

|  |
| --- |
|  |

## 八进制

在js中有三种： 八进制、 十进制、 十六进制

默认是十进制

以0开头的是八进制

以0x、 ox开头是十六进制

允许：

|  |
| --- |
| 1. var num = 15; 2. var num1 = 0xff; |

不允许：

|  |
| --- |
| 1. var num2 = 011; |

举例：

正常模式下：

|  |
| --- |
| 1. // 定义数值 2. var num = 15; 3. var num1 = 0xff; 4. var num2 = 011; |

输出：

|  |
| --- |
|  |

严格模式下：

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 定义数值 4. var num = 15; 5. var num1 = 0xff; 6. var num2 = 011; |

结果：

|  |
| --- |
|  |

## arguments.callee

代码写的越“具体”， 越能提升性能

而arguments.callee在编译阶段是无法被解析的， 只有执行到的时候才能确定下来，所以也就无从提升性能

举例：

正常模式下：

|  |
| --- |
| 1. // 安全类 2. function People(name, age, sex) { 3. // 判断this指向 4. if (this instanceof arguments.callee) { 5. // 说明是使用new 来调用 6. this.name = name; 7. this.age = age; 8. this.sex = sex; 9. } else { 10. // 说明没有使用new 来调用 11. return new arguments.callee(name, age, sex); 12. } 13. } |

结果：

|  |
| --- |
|  |

在严格模式下：

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 安全类 4. function People(name, age, sex) { 5. // 判断this指向 6. if (this instanceof arguments.callee) { 7. // 说明是使用new 来调用 8. this.name = name; 9. this.age = age; 10. this.sex = sex; 11. } else { 12. // 说明没有使用new 来调用 13. return new arguments.callee(name, age, sex); 14. } 15. } |

结果：

|  |
| --- |
|  |

## delete

delete用于删除对象中的属性

如果使用delete删除一个变量，在正常模式下，可以执行， 但是不会删除成功， 在严格模式下会报错

举例：

在正常模式下：

|  |
| --- |
| 1. // 定义全局变量 2. var a = 10; 3. window.b = 20; 4. // 使用delete 删除变量 5. console.log(delete a); 6. console.log(delete b); |

输出：

|  |
| --- |
|  |

在严格模式下:

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 定义全局变量 4. var a = 10; 5. window.b = 20; 6. // 使用delete 删除变量 7. console.log(delete a); 8. console.log(delete b); |

结果：

|  |
| --- |
|  |

## 使用保留字定义变量

在正常模式下可以使用保留字定义变量， 在严格模式下是不允许的

举例：

正常模式下：

|  |
| --- |
| 1. // 使用保留字 2. var public = "hehe"; 3. console.log(public); |

结果：

|  |
| --- |
|  |

严格模式下：

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 使用保留字 4. var public = "hehe"; 5. console.log(public); |

结果：

|  |
| --- |
|  |

## eval

eval是一个函数，可以把字符串当做代码来执行， 但是会污染全局作用域

在严格模式下，是不允许使用eval，避免了对全局作用域的污染

举例：

正常模式下：

|  |
| --- |
| 1. // 定义变量 2. var strcode = "var a = 10"; 3. // eval接受一个参数，执行的结果就是字符串代码 4. eval(strcode); 5. // 当eval执行之后， a真的被定义出来了 |

输出：

|  |
| --- |
|  |

在严格模式下：

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 定义变量 4. var strcode = "var a = 10"; 5. // eval接受一个参数，执行的结果就是字符串代码 6. eval(strcode); |

结果：

|  |
| --- |
|  |

## with

with是一个语法， 也是会污染全局作用域

with (target) {

console.log(a) // 如果target中存在a，那么会优先输出target中的a , 如果没有回沿着词法作用域一直往上找

}

举例：

在正常模式下:

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. a: 1, 4. b: 2 5. } 6. var a = 10; 7. var b = 20; 8. with (obj) { 9. // 因为obj中存在a和b， 所以会优先输出obj中的a和b 10. console.log(a); 11. console.log(b); 12. // 因为Obj中存在a属性， 所以优先修改的是obj中a 13. a = 11; 14. // 因为Obj中没有c， 所以就定义在全局中 15. c = 123; 16. } |

结果：

|  |
| --- |
|  |

在严格模式下：

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 定义对象 4. var obj = { 5. a: 1, 6. b: 2 7. } 8. var a = 10; 9. var b = 20; 10. with (obj) { 11. // 因为obj中存在a和b， 所以会优先输出obj中的a和b 12. console.log(a); 13. console.log(b); 14. // 因为Obj中存在a属性， 所以优先修改的是obj中a 15. a = 11; 16. // 因为Obj中没有c， 所以就定义在全局中 17. c = 123; 18. } |

结果：

|  |
| --- |
|  |

## 全局函数作用域

在正常模式下全局函数的作用域是window, 会污染全局作用域，

在严格模式下，全局函数作用域是undefined, 从而避免了对全局作用域的污染  
举例：

正常模式下：

|  |
| --- |
| 1. // 定义函数 2. function fun() { 3. var a = 10; 4. console.log(a); 5. // 输出this 6. console.log(this); 7. // 通过this添加属性 8. this.color = "red"; 9. } 10. fun(); |

输出：

|  |
| --- |
|  |

严格模式下：

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 定义函数 4. function fun() { 5. var a = 10; 6. console.log(a); 7. // 输出this 8. console.log(this); 9. // 通过this添加属性 10. this.color = "red"; 11. } 12. fun(); |

结果：

|  |
| --- |
|  |

## 同名属性

在正常模式下， 定义对象中的属性名是可以同名， 后面的会覆盖前面的

在严格模式下， 是不允许使用， 但是浏览器检测不出来

举例：

正常模式下：

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. a: 1, 4. a: 2 5. } 6. console.log(obj.a); |

输出：

|  |
| --- |
|  |

严格模式下：

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 定义对象 4. var obj = { 5. a: 1, 6. a: 2 7. } 8. console.log(obj.a); |

结果：

|  |
| --- |
|  |

注意： 结果虽然一样， 并不是没有开启严格模式， 只是浏览器没有实现

## 函数参数

在正常模式下，函数参数是可以同名的， 后面会覆盖前面的

在严格模式下，是不允许的

举例：

正常模式下：

|  |
| --- |
| 1. // 定义函数 2. function fun(color, color) { 3. console.log(color); 4. } 5. fun("red", "blue"); |

输出：

|  |
| --- |
|  |

严格模式下：

|  |
| --- |
| 1. // 开启严格模式 2. "use strict" 3. // 定义函数 4. function fun(color, color) { 5. console.log(color); 6. } 7. fun("red", "blue"); |

结果：

|  |
| --- |
|  |

# 对象的拓展

## 特性

对象是什么，我们属性来描述

属性是什么，我们用特性来描述

特性是用来描述属性的

## Object.defineProperty

该方法用于设置单一属性特性

使用方式：

Object.defineProperty(obj, property, options)

obj: 要设置特性的对象

property: 设置的属性

options: 描述特性对象

举例：

在没有设置特性之前：

|  |
| --- |
| 1. // ES5 2. var obj = { 3. num: 100, 4. color: "red" 5. } 6. // 使用for in循环 7. for (var i in obj) { 8. console.log(i); 9. } |

输出：

|  |
| --- |
|  |

在设置特性之后：

|  |
| --- |
| 1. // 设置特性 2. Object.defineProperty(obj, "color", { 3. // 修改可枚举性 4. enumerable: false 5. }) 6. // 再次使用for in 循环 7. for (var i in obj) { 8. console.log(i); 9. } |

结果：

|  |
| --- |
|  |

## 下午复习：

严格模式：

开启方式：

在js第一行加入“use strict”, 此时将处于“全局严格模式”

如果在某个函数中的第一行加入“use strict”， 当函数执行的时候，此时将处于“局部严格模式”

严格模式与正常模式之间的区别：

在严格模式下，定义变量必须使用var

在严格模式下，定义数值的时候， 不能使用八进制

在严格模式下，不能使用arguments.callee

在严格模式下，不能使用delete删除变量

在严格模式下，不能使用保留字定义变量

在严格模式下，不能使用eval函数

在严格模式下，不能使用with

在严格模式下，全局函数作用域指向undefined

在严格模式下，定义对象中的属性不能是同名的

在严格模式下，函数的参数不能相同

特性：

使用方式：

Object.defineProperty(obj, property, options)

## 特性--配置值

使用方式：

Object.defineProperty(obj, property, {

value: “” // 配置值

})

举例：

|  |
| --- |
| 1. // 在ES5 2. var obj = { 3. color: "green" 4. } 5. // 设置特性 6. Object.defineProperty(obj, "color", { 7. // 配置值 8. value: "red" 9. }) |

## 特性--可修改性

使用方式：

Object.defineProperty(obj, property, {

writable: false // 将可修改性改为false

})

举例：

|  |
| --- |
| 1. // ES5 2. var obj = { 3. color: "red" 4. } 5. // 设置特性 6. Object.defineProperty(obj, "color", { 7. // 不可写入 8. writable: false 9. }) |

执行代码：

|  |
| --- |
| 1. // 尝试修改obj.color 2. obj.color = "blue"; 3. console.log(obj); |

结果：

|  |
| --- |
|  |

## 特性--可枚举性

使用方式：

Object.defineProperty(obj, property, {

enumerable: false // 修改可枚举性为false

})

举例：

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. num: 100, 4. color: "red" 5. } 6. // 默认情况下是可以被枚举的 7. for (var i in obj) { 8. console.log(i, obj[i]); 9. } 10. // 设置特性 11. Object.defineProperty(obj, "color", { 12. // 不可枚举 13. // enumerable: false 14. enumerable: true 15. }) 16. // 再次枚举 17. for (var i in obj) { 18. console.log(i, obj[i]); 19. } |

在设置特性之前：

|  |
| --- |
|  |

在设置特性之后：

|  |
| --- |
|  |

## 特性--可配置性

使用方式：

Object.defineProperty(obj, property, {

configurable: false // 将可配置性改为false

})

举例：

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. num: 100, 4. color: "red" 5. } 6. // 设置特性 7. Object.defineProperty(obj, "color", { 8. // 配置值 9. value: "blue", 10. // 不可写入 11. writable: false, 12. // 不可配置 13. configurable: false 14. }) 15. Object.defineProperty(obj, "color", { 16. // 配置值 17. value: "blue", 18. // 不可写入 19. writable: true 20. }) 21. // 尝试修改obj.color 22. obj.color = "green"; 23. console.log(obj); |

结果：

![](data:image/png;base64,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)

## 特性方法

get用来获取值的

没有参数

返回值就是获取的值

作用域的当前对象

千万不要在方法中，获取该属性值，否则递归死循环

通常我们会获取该属性值的备用属性

set用来设置值的

参数就是要设置的值

没有返回值

作用域是当前对象

千万不要在方法中，设置该属性值，否则会递归死循环

通常我们会设置该属性的一个备用属性

举例：

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. color: "red" 4. } 5. // 一旦设置了特性方法（get, set）， 当obj.color的时候，会触发get函数， 当obj.color = xx的时候， 会触发set函数 6. // 设置特性 7. Object.defineProperty(obj, "color", { 8. // 设置特性方法 9. // 取值器 10. get: function() { 11. console.log(111, this, arguments); 12. // return this.color; 13. // 通常我们获取该属性的一个备用属性 14. return this.\_color; 15. }, 16. // 赋值器 17. set: function(value) { 18. console.log(222, this, arguments); 19. // this.color = value; 20. // 通常我们设置该属性的备用属性值 21. this.\_color = value; 22. } 23. }) 24. obj.color = "green"; 25. console.log(obj.color); |

## 设置多个属性特性

使用方式：

Object.defineProperties(obj, options)

obj: 要设置的对象

options: 特性对象

key: 特性属性

value: 描述特性对象

可以设置特性属性以及特性方法

举例：

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. num: 100, 4. color: "red" 5. } 6. // 设置特性 7. Object.defineProperties(obj, { 8. color: { 9. // 配置值 10. value: "blue", 11. // 不可写入 12. writable: false, 13. // 不可枚举 14. enumerable: false, 15. // 不可配置 16. configurable: false 17. }, 18. // 设置特性方法 19. num: { 20. get: function() { 21. return this.\_num; 22. }, 23. set: function(value) { 24. this.\_num = value; 25. }, 26. // 不可枚举 27. enumerable: false, 28. // 一旦设置了特性方法（get, set）， 将无法再次配置writable, value 29. // 不可写入 30. // writable: false 31. // 配置值 32. value: "orange" 33. } 34. }) |

# 原型方法

ES5为原型拓展了几个方法

## 3.1 isPrototypeOf

是原型对象的方法

判断原型对象是否是参数对象的原型

在查找原型的时候， 会查找整个原型链

举例：

|  |
| --- |
| 1. // 获取类数组对象 2. var obj = document.getElementsByTagName("div"); 3. // 定义数组 4. var arr = []; 5. // Array的原型是哪个对象的原型 6. console.log(Array.prototype.isPrototypeOf(obj)); 7. console.log(Array.prototype.isPrototypeOf(arr)); 8. // 在查找原型的时候， 会查找整个原型链 9. console.log(Object.prototype.isPrototypeOf(obj)); 10. console.log(Object.prototype.isPrototypeOf(arr)); |

## 3.2 getPrototypeOf

用来获取原型对象的

是对象的静态方法

在之前，我们可以通过\_\_proto\_\_来获取原型对象， 在ES5中，以\_\_开头，是不推荐使用的， 所以提供了getPrototypeOf方法来获取原型对象

举例：

|  |
| --- |
| 1. // 获取原型对象 2. console.log(arr.\_\_proto\_\_); 3. console.log(Object.getPrototypeOf(arr)); 4. console.log(arr.\_\_proto\_\_ === Object.getPrototypeOf(arr)); |

## 3.3 setPrototypeOf

设置某个对象的原型对象

使用方式：

Object.setPrototypeOf(obj, prototype)

obj： 要设置的对象

prototype: 新的原型对象（可以是一个对象也可以是null）

举例：

|  |
| --- |
| 1. // 设置原型对象 2. // 会修改整个原型链 3. // Object.setPrototypeOf(arr, null); 4. Object.setPrototypeOf(arr, {"name": "王老王"}); 5. console.log(arr.\_\_proto\_\_); |

# 对象拓展

## preventExtensions

该方法用于取消对象的可拓展性

举例：

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. a: 1 4. } 5. // 默认情况下，对象是可以被拓展的 6. // obj.b = 2; 7. // 取消对象的可拓展性 8. Object.preventExtensions(obj); 9. // 尝试添加属性 10. obj.b = 2; 11. console.log(obj); |

结果：

|  |
| --- |
|  |

**总结：当取消了对象的可拓展性之后，不能再添加属性， 可以删除属性， 可以修改属性值**

**查看对象是否被取消可拓展性：Object.isExtensible(obj) 返回值就是bool**

**如果是true 说明对象可以被拓展， 反之不可以拓展**

## seal

用于封闭对象

举例：

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. a: 1 4. } 5. // 封闭对象 6. Object.seal(obj); 7. // 添加属性 8. obj.b = 2; 9. // 删除属性 10. delete obj.a; 11. // 修改属性值 12. obj.a = 123; 13. console.log(obj); |

**总结：当封闭了对象之后， 此时，不能可以添加属性， 也不可以删除， 但是可以修改属性值**

**查看对象是否被封闭：Object.isSealed(obj) 返回值是bool**

## freeze

用于冻结对象

举例：

|  |
| --- |
| 1. // 定义对象 2. var obj = { 3. a: 1 4. } 5. // 冻结对象 6. Object.freeze(obj); 7. // 添加属性 8. obj.b = 2; 9. // 删除属性 10. delete obj.a; 11. // 修改属性值 12. obj.a = 123; 13. console.log(obj); |

结果：

|  |
| --- |
|  |

**总结： 当冻结了对象之后， 不可以添加属性， 不可以删除属性， 不可以修改属性值**

**查看对象是否被冻结: Object.isFrozen(obj) 返回值bool**

## 对象创建的新方式

使用方式：

Object.create(prototype, options)

接收两个参数

第一个参数是一个对象 （可以是null）

是通过Object.create创建出来的原型对象

第二个参数是一个对象 （可以省略）

是通过Object.create创建出来的特性对象

举例：

|  |
| --- |
| 1. // 原型对象 2. var prototype = { 3. sayHello: function() { 4. console.log("sayHello"); 5. }, 6. sayNihao: function() { 7. console.log("nihao"); 8. }, 9. hehe: function() { 10. console.log("hehe"); 11. } 12. } 13. // 特性对象 14. var options = { 15. color: { 16. // 配置值 17. value: "red", 18. // 不可写入 19. writable: true, 20. enumerable: true 21. }, 22. num: { 23. // 配置值 24. value: 100, 25. // 不可写入 26. writable: true, 27. enumerable: true 28. } 29. } 30. var obj = Object.create(prototype, options); |

结果：

|  |
| --- |
|  |
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| --- |
|  |
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|  |
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